# Collections in Java

* **The Collection in Java is a framework that provides an architecture to store and manipulate the group of objects.**
* Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.
* **Java Collection means a single unit of objects.**
* Java Collection framework provides many interfaces (Set, List, Queue, Deque) and classes ([ArrayList](https://www.javatpoint.com/java-arraylist), Vector, [LinkedList](https://www.javatpoint.com/java-linkedlist), [PriorityQueue](https://www.javatpoint.com/java-priorityqueue), HashSet, LinkedHashSet, TreeSet).

|  |
| --- |
| Adding 150 Student names :========================  String name1,name2,name3……………………….etc.  As this is a tedious task we move towards the array  String [] names = new String[150]  As per above line we can access 150 student data with the help of array easily  Limitation of an array===============================  1.Size is fixed  2.Stroes only homogeneous data  To overcome above we move towards Collection  Collection is an ***INTERFACE***  Why we need Collection===  1.We need collection for grouping number of elements or data on the single entity.  2.To overcome the limitation of an array  In version 1.5 2 collection was introduced  1.vector  2.Hash table  ***Collection category***—does not derived from collection interface.  1.List – list of things  2.set – care about uniqueness  3.map – stores key, value pairs.  ***Collection methods --*** It provides method without body implementation.  NOTE ==  Method present in collection interface ,interface should be implemented.  1.Insert/add – add(object)  2.read – iterator(object) – we cannot read single value we have to read complete value  3.Remove – remove(object)  4.search – search(object) – It has by default search. Does not required binary and linear searchs  5.size – size(object)  6.empty – IsEmpty() – Ans is in Boolean value i.e true or false  **NOTE ==**  collection only support object type n does not support primitive type bcz, we have to create object and does not work on primitive type. |

#### What is Collection in Java

* **A Collection represents a single unit of objects, i.e., a group.**

#### What is a framework in Java

* It provides readymade architecture.
* It represents a set of **classes and interfaces.**
* It is optional.

#### What is Collection framework

* The Collection framework represents a unified architecture for storing and manipulating a group of objects. It has:
* Interfaces and its implementations, i.e., classes
* Algorithm

Do You Know?

* What are the two ways to iterate the elements of a collection?
* What is the difference between ArrayList and LinkedList classes in collection framework?
* What is the difference between ArrayList and Vector classes in collection framework?
* What is the difference between HashSet and HashMap classes in collection framework?
* What is the difference between HashMap and Hashtable class?
* What is the difference between Iterator and Enumeration interface in collection framework?
* How can we sort the elements of an object? What is the difference between Comparable and Comparator interfaces?
* What does the hashcode() method?
* What is the difference between Java collection and Java collections?

### Hierarchy of Collection Framework

Let us see the hierarchy of Collection framework. The **java.util** package contains all the [classes](https://www.javatpoint.com/object-and-class-in-java) and [interfaces](https://www.javatpoint.com/interface-in-java) for the Collection framework.
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### Iterator interface

|  |
| --- |
| * Iterator interface provides the facility of iterating the elements in a **forward** direction only. |

#### Methods of Iterator interface

There are only three methods in the Iterator interface. They are:

## Iterable Interface

* The Iterable interface is the root interface for all the collection classes.
* The Collection interface extends the Iterable interface and therefore all the properties and behaviors is acquire by the child .
* It contains only one abstract method. i.e.,
* Iterator<T> iterator()
* It returns the iterator over the elements of type T.

## Collection Interface

* The Collection interface is the interface which is implemented by all the classes in the collection framework.
* It declares the methods that every collection will have.
* In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.
* Some of the methods of Collection interface are Boolean add ( Object obj), Boolean addAll ( Collection c), void clear(), etc. which are implemented by all the subclasses of Collection interface.

## List Interface

* List interface is the child interface of Collection interface.
* It inhibits a list type data structure in which we can store the ordered collection of objects.
* It can have duplicate values.
* List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack.

To instantiate the List interface, we must use :

1. List <data-type> list1= **new** ArrayList();
2. List <data-type> list2 = **new** LinkedList();
3. List <data-type> list3 = **new** Vector();
4. List <data-type> list4 = **new** Stack();

* There are various methods in List interface that can be used to insert, delete, and access the elements from the list.
* The classes that implement the List interface are given below.

## ArrayList

* The ArrayList class **implements** the List interface.
* It uses a **dynamic array** to store the **duplicate** element of different data types. (Underlying Data structure Array or uses array to stored data)
* The ArrayList class **maintains** the **insertion order**(FIFO) and is **non-synchronized.**
* The elements stored in the ArrayList class can be **randomly accessed.**
* It is an growable array i.e It can grow until the JVM provides the memory
* It allows duplicate value
* It allows null to store
* It does not allow any sorting technique.
* Stores heterogeneous data or elements

Consider the following example.

1. **import** java.util.\*;
2. **class** TestJavaCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

Output:

Ravi

Vijay

Ravi

Ajay

## LinkedList

* LinkedList implements the list interface.
* It uses a doubly linked list internally to store the elements.( Underlying data structure is doubly linked list)
* It **can** store the **duplicate** elements.
* It maintains the insertion order and is not synchronized.
* In LinkedList, the manipulation is fast because no shifting is required.
* It allows null value
* sorting is not possible
* It does not use array to stored elements ,It uses list of nodes to stored values
* value not required to stored continuously

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection2{
3. **public** **static** **void** main(String args[]){
4. LinkedList<String> al=**new** LinkedList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ravi

Vijay

Ravikam

Ajay

## Vector

* Vector uses a dynamic array to store the data elements.
* It is similar to ArrayList.
* However, It is **synchronized** and contains many methods that are **not the part** of Collection framework.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection3{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();
5. v.add("Ayush");
6. v.add("Amit");
7. v.add("Ashish");
8. v.add("Garima");
9. Iterator<String> itr=v.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ayush

Amit

Ashish

Garima

## Stack

* The stack is the **subclass** of Vector.
* It implements the last-in-first-out (LIFO)data structure, i.e., Stack.
* The stack contains all of the methods of Vector class and also provides its methods like boolean push(), boolean peek(), boolean push(object o), which defines its properties.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection4{
3. **public** **static** **void** main(String args[]){
4. Stack<String> stack = **new** Stack<String>();
5. stack.push("Ayush");
6. stack.push("Garvit");
7. stack.push("Amit");
8. stack.push("Ashish");
9. stack.push("Garima");
10. stack.pop();
11. Iterator<String> itr=stack.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Ayush

Garvit

Amit

Ashish

## Queue Interface

* Queue interface maintains the first-in-first-out (FIFO)order.
* It can be defined as an ordered list that is used to hold the elements which are about to be processed.
* There are various classes like PriorityQueue, Deque, and ArrayDeque which implements the Queue interface.
* Queue interface can be instantiated as:
* Queue<String> q1 = **new** PriorityQueue();
* Queue<String> q2 = **new** ArrayDeque();
* There are various classes that implement the Queue interface, some of them are given below.

## PriorityQueue

* The PriorityQueue class implements the Queue interface.
* It holds the elements or objects which are to be processed by their priorities.
* PriorityQueue **doesn't allow** null values to be stored in the queue.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection5{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit Sharma");
6. queue.add("Vijay Raj");
7. queue.add("JaiShankar");
8. queue.add("Raj");
9. System.out.println("head:"+queue.element());
10. System.out.println("head:"+queue.peek());
11. System.out.println("iterating the queue elements:");
12. Iterator itr=queue.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. queue.remove();
17. queue.poll();
18. System.out.println("after removing two elements:");
19. Iterator<String> itr2=queue.iterator();
20. **while**(itr2.hasNext()){
21. System.out.println(itr2.next());
22. }
23. }
24. }

Output:

head:Amit Sharma

head:Amit Sharma

iterating the queue elements:

Amit Sharma

Raj

JaiShankar

Vijay Raj

after removing two elements:

Raj

Vijay Raj

## Deque Interface

* Deque interface extends the Queue interface.
* In Deque, we can remove and add the elements from both the side.
* Deque stands for a double-ended queue which enables us to perform the operations at both the ends.
* Deque can be instantiated as:
* Deque d = **new** ArrayDeque();

## ArrayDeque

* ArrayDeque class implements the Deque interface.
* It facilitates us to use the Deque.
* Unlike queue, we can add or delete the elements from both the ends.
* ArrayDeque is faster than ArrayList and Stack and has no capacity restrictions.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection6{
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Gautam");
7. deque.add("Karan");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Gautam

Karan

Ajay

## Set Interface

* Set Interface in Java is present in **java.util** package.
* It extends the Collection interface.
* It cares about uniqueness
* It represents the **unordered** set of elements which **doesn't** allow us to store the **duplicate** items..
* We can store at most one null value in Set.
* Set is implemented by HashSet, LinkedHashSet, and TreeSet.
* Set can be instantiated as:

1. Set<data-type> s1 = **new** HashSet<data-type>();
2. Set<data-type> s2 = **new** LinkedHashSet<data-type>();
3. Set<data-type> s3 = **new** TreeSet<data-type>();

## HashSet

* HashSet class implements Set Interface.
* It represents the collection that uses a hash table for storage.
* Hashing is used to store the elements in the HashSet.
* It contains unique items.

1. It is not using array to store
2. It uses hast table r underlying DS is hashtable(Calculate the hashcode and then stored the value)
3. It is not index based
4. It allows only null value
5. It does not follow any insertion order
6. It does not allow any sorting

**Hashset Methods===========**

* add(object)
* get(index)
* remove(object)
* iterator
* size()
* IsEmpty()
* Contains()

**NOTE:** hashcode generation===Integer value generator based on the local address where the value is saved. It is default implementation.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection7{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Vijay

Ravi

Ajay

## LinkedHashSet

* LinkedHashSet class represents the LinkedList implementation of Set Interface.
* It extends the HashSet class and implements Set interface.
* Like HashSet, It also contains unique elements.
* It maintains the insertion order and permits null elements.
* It does not allowed duplicates.
* Only one null value is allowed
* Underlying DS is doubly LL & hash Table
* Sorting is not possible
* It is not index based.

Consider the following example.

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection8{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> set=**new** LinkedHashSet<String>();
5. set.add("Ravi");
6. set.add("Vijay");
7. set.add("Ravi");
8. set.add("Ajay");
9. Iterator<String> itr=set.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## SortedSet Interface

* SortedSet is the alternate of Set interface that provides a total ordering on its elements.
* The elements of the SortedSet are arranged in the increasing (ascending) order.
* The SortedSet provides the additional methods that inhibit the natural ordering of the elements.
* The SortedSet can be instantiated as:

1. SortedSet<data-type> set = **new** TreeSet();

## TreeSet

* Java TreeSet class implements the Set interface that uses a tree for storage.
* Like HashSet, TreeSet also contains unique elements.
* However, the access and retrieval time of TreeSet is quite fast.
* The elements in TreeSet stored in ascending order(natural sorting).
* No duplicates allowed
* Insertion order I not maintaind
* No null values are allowed
* Underlying DS is balanced tree
* It implements sorted set and navigable set interface along set interfaces

Consider the following example:

1. **import** java.util.\*;
2. **public** **class** TestJavaCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> set=**new** TreeSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

Output:

Ajay

Ravi

Vijay

# *Java List*

* **List** in Java provides the facility to maintain the **ordered collection**.
* It contains the **index-based** methods to insert, update, delete and search the elements.
* It can have the **duplicate** elements also.
* We can also store the **null** elements in the list.
* The List interface is found in the **java.util** package and inherits the Collection interface.
* It is a factory of **ListIterator** interface.
* Through the ListIterator, we can iterate the list in **forward and backward** directions.
* The implementation classes of List interface are ArrayList, LinkedList, Stack and Vector.
* The ArrayList and LinkedList are widely used in Java programming.
* The Vector class is deprecated since Java 5.

|  |
| --- |
| *1.List*  It cares about index or it is an index based collection  List is an interface i.e interface list implements collection means method present in collection should be implemented by List.  Method of List ===  1.add(index, object)  2.remove(index)  3.set (index, object) -update  List L = new List(); //as we know that ,it is not possible bcz only class object is made so we have need to have an implementation of list .  **We can implements list by two ways===**  1.ArrayList implementation  2.LinkedList implementation |

### How to create List

* The ArrayList and LinkedList classes provide the implementation of List interface. Let's see the examples to create the List:

1. //Creating a List of type String using ArrayList
2. List<String> list=**new** ArrayList<String>();
4. //Creating a List of type Integer using ArrayList
5. List<Integer> list=**new** ArrayList<Integer>();
7. //Creating a List of type Book using ArrayList
8. List<Book> list=**new** ArrayList<Book>();
10. //Creating a List of type String using LinkedList
11. List<String> list=**new** LinkedList<String>();

* In short, you can create the List of any type. The ArrayList<T> and LinkedList<T> classes are used to specify the type. Here, T denotes the type.

### How to convert Array to List

* We can convert the Array to List by traversing the array and adding the element in list one by one using list.add() method. Let's see a simple example to convert array elements into List.

### How to convert List to Array

* We can convert the List to Array by calling the list.toArray() method. Let's see a simple example to convert list elements into array.

### Get and Set Element in List

* **The get() method returns the element at the given index, whereas the set() method changes or replaces the element**.

### How to Sort List

* There are various ways to sort the List, here we are going to use Collections.sort() method to sort the list element.
* The java.util package provides a utility class **Collections** which has the static method sort().
* Using the **Collections.sort()** method, we can easily sort any List.

## Java ListIterator Interface

* ListIterator Interface is used to traverse the element in a **backward** and **forward** direction.

# *Java ArrayList*

![Java ArrayList class hierarchy](data:image/png;base64,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)

* Java **ArrayList** class uses a dynamic [*array*](https://www.javatpoint.com/array-in-java) for storing the elements.
* It is like an array, but there is no size limit.
* We can add or remove elements anytime.
* So, it is much more flexible than the traditional array.
* It is found in the java.util package. It is like the Vector in C++.
* The ArrayList in Java can have the duplicate elements also.
* It implements the List interface so we can use all the methods of List interface here.
* The ArrayList maintains the insertion order internally.
* It inherits the AbstractList class and implements [List interface](https://www.javatpoint.com/java-list).

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non [synchronized](https://www.javatpoint.com/synchronization-in-java).
* Java ArrayList allows random access because array works at the index basis.
* In ArrayList, manipulation is little bit slower than the LinkedList in Java because a lot of shifting needs to occur if any element is removed from the array list.

|  |
| --- |
| 1.ArrayList implementation=======================  Class ArrayList implements List  {  //need to provide implemtation for all the methods in the list interface & collection interface  //As we knew that list implements collection so we have to implements or iuse all methods of collection  }  **Features of ArrayList=======**  1.It is an growable array i.e It can grow until the JVM provides the memory  2.Underlying Data structure Array or uses array to stored data  3.It allows duplicate value  4.Insertion order is maintained(FIFO) or it is an order collection  5.It allows null to store  6.It does not allow any sorting technique.  7.Stores heterogeneous data or elements |

### Hierarchy of ArrayList class

* As shown in the above diagram, Java ArrayList class extends AbstractList class which implements List interface. The List interface extends the [Collection](https://www.javatpoint.com/collections-in-java) and Iterable interfaces in hierarchical order.

### ArrayList class declaration

* Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### Constructors of ArrayList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection<? extends E> c) | It is used to build an array list that is initialized with the elements of the collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

### Ways to iterate the elements of the collection in Java

There are various ways to traverse the collection elements:

1. By Iterator interface.
2. By for-each loop.
3. By ListIterator interface.
4. By for loop.
5. By forEach() method.
6. By forEachRemaining() method.

Programs=================

|  |
| --- |
| ArrayListDemo  package collection;  import java.util.\*;  public class ArrayListDemo  {  public static void main(String args[])  {  ArrayList<String> list = new ArrayList<>(); //Specified for String Element or Data    //Add  list.add("Apple");  list.add("Orange");  list.add("Banana");  list.add("Papaya");    //Read Approach 1 -- Do not use ths type of Approach for Debugging it is used  System.out.println(list);    System.out.println();    //Read Approach 2  for(String s:list)  {  System.out.println(s);  }    System.out.println();    //Read Approach 3 - Iterator  Iterator<String> iterator = list.iterator(); //Iterator Similar to cursor or pointer  while(iterator.hasNext())  {  String a = iterator.next();  System.out.println(a);  }  }  } |

|  |
| --- |
| ArrayListDemo1 – utilizing all the methods in this pgm  package collection;  import java.util.\*;  // Size not Fixed  // Duplicate Allowedd  // Insertion Ordder Maintained FIFO  // N number of null value can be Inserted  // No sorting is possible  class ArrayListDemo2  {  public static void main(String args[])  {  ArrayList<String> list = new ArrayList<>(); //Specified for String Element or Data    //Add or Insert  list.add("Apple");  list.add("Orange");  list.add("Banana");  list.add("Apple");  list.add("Orange");  list.add("Banana");  list.add("Papaya");  list.add(null);    System.out.println("Size of the Array :"+list.size()); //Array Size  System.out.println("is Empty :"+list.isEmpty()); //Array is Empty or Not Answer is in Truue or False  System.out.println("Contains Apple :"+list.contains("Apple"));//Check Apple present or not Answer is in Truue or False  System.out.println("Contains apple :"+list.contains("apple")); //Case Sensitive answer will be False    //Remove using Index  String elt = list.remove(0);  System.out.println("Removed :"+elt);    //Check Removed or not  boolean flag =list.remove("Orange");  System.out.println("is orange Removed :"+flag);    flag =list.remove("Cherry");  System.out.println("is Cherry Removed :"+flag);      //Other Methods to Add  System.out.println("Size of the Array :"+list.size());  System.out.println("Before adding cherry");  list.add(0,"Cherry"); //It will store to 0 index rest all values increment by 1  //By putting index we can add anywhere  System.out.println("Size of the Array :"+list.size());  System.out.println(list);  list.set(0,"No Fruit"); //Updating the 0 index value with no fruit or replacing  System.out.println(list);    //Read Approach 3 - Iterator  Iterator<String> iterator = list.iterator(); //Iterator Similar to cursor or pointer  while(iterator.hasNext())  {  String a = iterator.next();  System.out.println(a);  }  }  } |

|  |
| --- |
| 3.ArrayListHetregenous  package collection;  //ArrayListHetregenouspackage collection;  import java.util.ArrayList;  // Size not Fixed  // Duplicate Allowedd  // Insertion Ordder Maintained  // N number of null value can be Inserted  // No sorting is possible  public class ArrayListHetregenous  {  public static void main(String args[])  {  ArrayList list = new ArrayList<>();    ArrayList<Object> list2 = new ArrayList<>();  list.add("one");  list.add(1001);  list.add(true);  list.add(3.15);  list.add(new Student(122,"Swapnali"));    int index = 4;    if(list.get(index)instanceof String)  {  String s = (String) list.get(index);  System.out.println("String : "+s);  }else if(list.get(index)instanceof Integer)  {  Integer i = (Integer)list.get(index);  System.out.println("Integer : "+i);  }else if(list.get(index)instanceof Student)  {  Student ss = (Student)list.get(index);  System.out.println("Student : "+ss);  }  System.out.println(list);  }  } |

***Java LinkedList class***

![Java LinkedList class hierarchy](data:image/png;base64,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)

* Java LinkedList class uses a doubly linked list to store the elements.
* It provides a linked-list data structure.
* It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to occur.
* Java LinkedList class can be used as a list, stack or queue.

Hierarchy of LinkedList class

* As shown in the above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

Doubly Linked List

* In the case of a doubly linked list, we can add or remove elements from both sides.

![java LinkedList class using doubly linked list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAicAAABTCAMAAABzolcRAAAAz1BMVEUAAAD35rUAAAAAAAAAAAAAAADewmzdwWsAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADWtlUAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD/8szWtlYAAAD26cSCe2hGQzjZzq2lnITDuZtNST3s4LxnYlLv4r/PxKX77sjl2bdhXE0sKiMODgyYkHlVUUSeln8/PDM3NCyvpoyQiXPe0rG6sJV6dGFvaVgbGhZrWytG8ohQAAAAJXRSTlMA/hK4Wwn+/pg7ftAnsR/ABgLh/nYWT8dqjXA1ZPGsoUMu14VXntLAYQAABXVJREFUeNrsnMtu4kAQRR0IMwKJPBwjkVkMq8btJ9gNBps35P+/aegKkhej0QS12kWROouESkA5unXTcowUh2FujPEnb29jA+qXs4Bzn4wF8PBDmPDzQQBjFnDuE/SUWIAE6CmxAAnQU2IBEqCnxAIkQE+JBUiAnhILkAA9JRYgAXpKLEAC9JRYgAToKbEACdBTYgESoKfEAka02v0BPHhst87Do/P3oB9xT+gLGOxcz773chM9ycvJ+aPcFv66kghrStLF6TABkcViHjUvEM0XxVLaETDbOcyu272FnuzSUC8pTiOVrzfN9yRZJyqbHqWYpEspgzRrWmAWVmqWboUVAbOdw+z1+wP0nqh9cdI9kdP4PC0PqumeqEOgf6XXuUj0hmZp3nRP4jITYp9mVgQMdw5z1/VesXuSFHGlezJbJXpKM5TLA/jxy6kUQs5jFIFNmlkRMNw5zK+e28XuSZaJWPckCiNoTYTTk3ydiyAQ+lwLMASitBJWBEx3DvNAn0LX9KTnX83H/1K6qicf1wt8ZU0qOMovrsmGgDwW6e5fPTFPoGeyc5j1KYR9HXsL58l+FQnU80TFq8iKgPHOYdan0OfTLp3rfcue5KtE4PZEyPnWioDxzmHWp5B3flpnNGrBF/ujDkJP6uvYcILQk3y10Z8Qr2OhHlYEzHZez13XPb/G+eW/PznO07s/dBB6Uv9dfFSN90RVxf5yv033NcybFggu9bAiYLbzen7x/HZLd8wHfg/0d3yg3aofWe+JqEKk+2zxKRbALNxKGZRZ0wJRmAi1KSdWBAx3Xvdm0IevdIbPvv887DhYPckCfd9eNd6TrPSBGG7gL+a7RgWAvIQ3DiwJAFZ2zu8X35cACdBTYgESoKfEAiRAT4kFSICeEguQAD0lFiABekosQAL0lFiABOgpsQAJ0FNiARKgp8QCJEBPiQVIgJ4SC5AA/b+nssAf9uBAAAAAAADI/7URVFVVVVVVVVVVVVVp595aHIUBMAx/RAMxag7SxlO0Wgv5//9wJ7HLxLJlmWUHhMl7NSUjvcjTHHrRVCqVSqVSqW9NzO5mGcWbqrJ4//uYoCxHVHhdZOT1H1/jz/fLGSVZ8fm0rZA6acONwPffnMT93QmiijI5OW2c0eQk9Zcoc84Vfr7INt0vN46otXZy8E7W+WOMhnkNs0kyfpvah/IuxnIFMEoR7TuUdbxpON2d5O0KbaSTCwA6NNPGjvsO2ZqpLpA753Kkzhln1M8XZZwS5mInlXxoUbsCY/lQV8Zo5KQxem0f3gWZOwBDrw5OwrgNTvJy9FZGPbYG+jJflZ0OTlTfU21akdaTM/d0UkgBiDZ2MjAFLM7Po/JjS+RkAGBm4l3YmoDMBgcnmwa4V5CbtgCu0uwPCDkC9HZwQrI87Tun7+lkYBSgjMdbUrefT0idh5dD5KQAsMrKuxBtEbad476Dp5O58X+OZbU/4Dm+3nf05X4ROjk5d08nPHISn0HD571AGHtxUmXBieo3PfTq6CT/7aRhbQUULnRf84wEH7ETKFO7sqPJyZl7XU+4c47/cT3pXpyMbXCCRa6zwRsnHWW9+hSwryeXg5OA0t5tcnLmnk6Wd+eTKT6fZAQw3oknZOcdBKm3TLxzkmO8LxDhrrNk1z+dT+DTG09Ozlx036HcdfhMSKuO9531bnRVeydlEa4vO4jB9eq9E32pr+iyEaK2wFCL1/sOqTuKtV38KYYidc6eTkC2qbS3HFHVbZL29/cnAwW0aSe2ZB9O8o+hBbsTzwdvnQRvUEa69qEAZcuJ9wcnEKxx0mjQfhqQOn9kXvAPjZlA6mdkylFTO1/x5bTiaRX4MSkrXdMLfL3HxAhSqVQq9Z39Al/8u229zGKeAAAAAElFTkSuQmCC)

|  |
| --- |
| **Linked List implementation======================**  1.It allows duplicate value  2.Underlying data structure is doubly linked list  3.It allows null vlue  4.Insertion order is maintained  5.sorting is not possible  6.Each element is doubly Linked to each other  7.It does not use array to stored elements ,It uses list of nodes to stored values  8.value not required to stored continuously  Linked list Method====  1.addFirst()  2.addLast()  3.removeFirst()  4removeLast()  5getFirst()  6.getLast()  7.get(index)  8.add(object) – adding the value to the end of the list.  9.remove() – Remove the value from the front |

LinkedList class declaration

* Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

Constructors of Java LinkedList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection<? extends E> c) | It is used to construct a list containing the elements of the specified collection, in the order, they are returned by the collection's iterator. |

Programs=========================================

|  |
| --- |
| Dobly LL=====  package collection;  import java.util.LinkedList;  public class LinkedListDemo  {  public static void main(String args[])  {  LinkedList<Integer>list = new LinkedList<>();  list.add(10);  list.addFirst(20);  list.add(30);  list.add(15);  list.add(40);    System.out.println(list);  System.out.println("Get first : + "+list.getFirst());  System.out.println("Get last : + "+list.getLast());      list.removeFirst();  list.removeLast();  }    } |

# Difference between ArrayList and LinkedList

* ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

However, there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses a **dynamic array** to store the elements. | LinkedList internally uses a **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses an array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses a doubly linked list, so no bit shifting is required in memory. |
| 3) An ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

***Diiference between array List & LinkedList***

1 Arraybased DoublyLinkedListBased

2.Stiored in continuous memory does not Stored in continuous memory

3.Adding and reading is easy Adding and reading is costlier

4.Adding in middle is costlier(bcz we need to shify rest of thr array) Insertion in middle is easy.

Java Queue Interface

* Java Queue interface orders the element in FIFO(First In First Out) manner.
* In FIFO, first element is removed first and last element is removed at last.

Queue Interface declaration

1. **public** **interface** Queue<E> **extends** Collection<E>

Methods of Java Queue Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

PriorityQueue class

* The PriorityQueue class provides the facility of using queue.
* But it does not orders the elements in FIFO manner. It inherits AbstractQueue class.

### Java PriorityQueue Example

1. **import** java.util.\*;
2. **class** TestCollection12{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit");
6. queue.add("Vijay");
7. queue.add("Karan");
8. queue.add("Jai");
9. queue.add("Rahul");
10. System.out.println("head:"+queue.element());
11. System.out.println("head:"+queue.peek());
12. System.out.println("iterating the queue elements:");
13. Iterator itr=queue.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. queue.remove();
18. queue.poll();
19. System.out.println("after removing two elements:");
20. Iterator<String> itr2=queue.iterator();
21. **while**(itr2.hasNext()){
22. System.out.println(itr2.next());
23. }
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection12)

Output:head:Amit

head:Amit

iterating the queue elements:

Amit

Jai

Karan

Vijay

Rahul

after removing two elements:

Karan

Rahul

Vijay

Java Deque Interface

* Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for **"double ended queue".**

Deque Interface declaration

1. **public** **interface** Deque<E> **extends** Queue<E>

Methods of Java Deque Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this deque and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieves and removes the head of this deque. |
| Object poll() | It is used to retrieves and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieves, but does not remove, the head of this deque, or returns null if this deque is empty. |

ArrayDeque class

* The ArrayDeque class provides the facility of using deque and resizable-array.
* It inherits AbstractCollection class and implements the Deque interface.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.
* ArrayDeque is faster than LinkedList and Stack.

ArrayDeque Hierarchy

* The hierarchy of ArrayDeque class is given in the figure displayed at the right side of the page.

ArrayDeque class declaration

* Let's see the declaration for java.util.ArrayDeque class.

1. **public** **class** ArrayDeque<E> **extends** AbstractCollection<E> **implements** Deque<E>, Cloneable, Serializable

Java ArrayDeque Example

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

# Java Map Interface

* A map contains values on the basis of key, i.e. key and value pair.
* Each key and value pair is known as an entry. A Map contains unique keys.
* A Map is useful if you have to search, update or delete elements on the basis of a key.

## Java Map Hierarchy

* There are two interfaces for implementing Map in java:
* Map and SortedMap, and
* three classes: HashMap, LinkedHashMap, and TreeMap.

The hierarchy of Java Map is given below:

* A Map doesn't allow duplicate keys, but you can have duplicate values.
* HashMap and LinkedHashMap allow null keys and values, but TreeMap doesn't allow any null key or value.
* A Map can't be traversed, so you need to convert it into Set using keySet() or entrySet() method.

|  |  |
| --- | --- |
| **Class** | **Description** |
| [HashMap](https://www.javatpoint.com/java-hashmap) | HashMap is the implementation of Map, but it doesn't maintain any order. |
| [LinkedHashMap](https://www.javatpoint.com/java-linkedhashmap) | LinkedHashMap is the implementation of Map. It inherits HashMap class. It maintains insertion order. |
| [TreeMap](https://www.javatpoint.com/java-treemap) | TreeMap is the implementation of Map and SortedMap. It maintains ascending order. |

## Map.Entry Interface

* Entry is the subinterface of Map.
* So we will be accessed it by Map.Entry name.
* It returns a collection-view of the map, whose elements are of this class.
* It provides methods to get key and value.

# *Java HashMap*

![Java HashMap class hierarchy](data:image/png;base64,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)

* Java **HashMap** class implements the Map interface which allows us to store key and value pair, where keys should be unique.
* If you try to insert the duplicate key, it will replace the element of the corresponding key.
* It is easy to perform operations using the key index like updation, deletion, etc.
* HashMap class is found in the java.util package.
* HashMap in Java is like the legacy Hashtable class, but it is not synchronized.
* It allows us to store the null elements as well, but there should be only one null key.
* Since Java 5, it is denoted as HashMap<K,V>, where K stands for key and V for value.
* It inherits the AbstractMap class and implements the Map interface.

### Points to remember

* Java HashMap contains values based on the key.
* Java HashMap contains only unique keys.
* Java HashMap may have one null key and multiple null values.
* Java HashMap is non synchronized.
* Java HashMap maintains no order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

### Hierarchy of HashMap class

* As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### HashMap class declaration

* Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### HashMap class Parameters

* Let's see the Parameters for java.util.HashMap class.
* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java HashMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map<? extends K,? extends V> m) | It is used to initialize the hash map by using the elements of the given Map object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value, capacity. |
| HashMap(int capacity, float loadFactor) | It is used to initialize both the capacity and load factor of the hash map by using its arguments. |

### Java HashMap Example

Let's see a simple example of HashMap to store key and value pair.

1. **import** java.util.\*;
2. **public** **class** HashMapExample1{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap
5. map.put(1,"Mango");  //Put elements in Map
6. map.put(2,"Apple");
7. map.put(3,"Banana");
8. map.put(4,"Grapes");
10. System.out.println("Iterating Hashmap...");
11. **for**(Map.Entry m : map.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=HashMapExample1)

Iterating Hashmap...

1 Mango

2 Apple

3 Banana

4 Grapes

* In this example, we are storing Integer as the key and String as the value, so we are using HashMap<Integer,String> as the type.
* The put() method inserts the elements in the map.
* To get the key and value elements, we should call the getKey() and getValue() methods. The Map.Entry interface contains the getKey() and getValue() methods.
* But, we should call the entrySet() method of Map interface to get the instance of Map.Entry.

***Working of HashMap in Java***

What is Hashing

* It is the process of converting an object into an integer value. The integer value helps in indexing and faster searches.

What is HashMap

* HashMap is a part of the Java collection framework.
* It uses a technique called Hashing.
* It implements the map interface.
* It stores the data in the pair of Key and Value.
* HashMap contains an array of the nodes, and the node is represented as a class.
* It uses an array and LinkedList data structure internally for storing Key and Value.
* There are four fields in HashMap.
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Before understanding the internal working of HashMap, you must be aware of hashCode() and equals() method.

* **equals():** It checks the equality of two objects. It compares the Key, whether they are equal or not. It is a method of the Object class. It can be overridden. If you override the equals() method, then it is mandatory to override the hashCode() method.
* **hashCode():** This is the method of the object class. It returns the memory reference of the object in integer form. The value received from the method is used as the bucket number. The bucket number is the address of the element inside the map. Hash code of null Key is 0.
* **Buckets: Array of the node is called buckets. Each node has a data structure like a LinkedList. More than one node can share the same bucket. It may be different in capacity.**
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Insert Key, Value pair in HashMap

* We use put() method to insert the Key and Value pair in the HashMap.
* The default size of HashMap is 16 (0 to 15).

Example

In the following example, we want to insert three (Key, Value) pair in the HashMap.

1. HashMap<String, Integer> map = **new** HashMap<>();
2. map.put("Aman", 19);
3. map.put("Sunny", 29);
4. map.put("Ritesh", 39);

* Let's see at which index the Key, value pair will be saved into HashMap.
* When we call the put() method, then it calculates the hash code of the Key "Aman."
* Suppose the hash code of "Aman" is 2657860. To store the Key in memory, we have to calculate the index.

Calculating Index

* Index minimizes the size of the array. The Formula for calculating the index is:

1. Index = hashcode(Key) & (n-1)

Where n is the size of the array. Hence the index value for "Aman" is:

1. Index = 2657860 & (16-1) = 4

The value 4 is the computed index value where the Key and value will store in HashMap.
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Hash Collision

* This is the case when the calculated index value is the same for two or more Keys. Let's calculate the hash code for another Key "Sunny." Suppose the hash code for "Sunny" is 63281940. To store the Key in the memory, we have to calculate index by using the index formula.

1. Index=63281940 & (16-1) = 4

* The value 4 is the computed index value where the Key will be stored in HashMap. In this case, equals() method check that both Keys are equal or not. If Keys are same, replace the value with the current value. Otherwise, connect this node object to the existing node object through the LinkedList. Hence both Keys will be stored at index 4.
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Similarly, we will store the Key "Ritesh." Suppose hash code for the Key is 2349873. The index value will be 1. Hence this Key will be stored at index 1.
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get() method in HashMap

* get() method is used to get the value by its Key. It will not fetch the value if you don't know the Key. When get(K Key) method is called, it calculates the hash code of the Key.
* Suppose we have to fetch the Key "Aman." The following method will be called.

1. map.get(**new** Key("Aman"));

* It generates the hash code as 2657860. Now calculate the index value of 2657860 by using index formula. The index value will be 4, as we have calculated above. get() method search for the index value 4. It compares the first element Key with the given Key. If both keys are equal, then it returns the value else check for the next element in the node if it exists. In our scenario, it is found as the first element of the node and return the value 19.
* Let's fetch another Key "Sunny."
* The hash code of the Key "Sunny" is 63281940. The calculated index value of 63281940 is 4, as we have calculated for put() method. Go to index 4 of the array and compare the first element's Key with the given Key. It also compares Keys. In our scenario, the given Key is the second element, and the next of the node is null. It compares the second element Key with the specified Key and returns the value 29. It returns null if the next of the node is null.

**Java LinkedHashMap class**
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* Java LinkedHashMap class is Hashtable and Linked list implementation of the Map interface, with predictable iteration order.
* It inherits HashMap class and implements the Map interface.

Points to remember

* Java LinkedHashMap contains values based on the key.
* Java LinkedHashMap contains unique elements.
* Java LinkedHashMap may have one null key and multiple null values.
* Java LinkedHashMap is non synchronized.
* Java LinkedHashMap maintains insertion order.
* The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

LinkedHashMap class declaration

* Let's see the declaration for java.util.LinkedHashMap class.

1. **public** **class** LinkedHashMap<K,V> **extends** HashMap<K,V> **implements** Map<K,V>

LinkedHashMap class Parameters

* Let's see the Parameters for java.util.LinkedHashMap class.
* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

Constructors of Java LinkedHashMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedHashMap() | It is used to construct a default LinkedHashMap. |
| LinkedHashMap(int capacity) | It is used to initialize a LinkedHashMap with the given capacity. |
| LinkedHashMap(int capacity, float loadFactor) | It is used to initialize both the capacity and the load factor. |
| LinkedHashMap(int capacity, float loadFactor, boolean accessOrder) | It is used to initialize both the capacity and the load factor with specified ordering mode. |
| LinkedHashMap(Map<? extends K,? extends V> m) | It is used to initialize the LinkedHashMap with the elements from the given Map class m. |

Methods of Java LinkedHashMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| V get(Object key) | It returns the value to which the specified key is mapped. |
| void clear() | It removes all the key-value pairs from a map. |
| boolean containsValue(Object value) | It returns true if the map maps one or more keys to the specified value. |
| Set<Map.Entry<K,V>> entrySet() | It returns a Set view of the mappings contained in the map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped or defaultValue if this map contains no mapping for the key. |
| Set<K> keySet() | It returns a Set view of the keys contained in the map |
| protected boolean removeEldestEntry(Map.Entry<K,V> eldest) | It returns true on removing its eldest entry. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| Collection<V> values() | It returns a Collection view of the values contained in this map. |

Java LinkedHashMap Example

1. **import** java.util.\*;
2. **class** LinkedHashMap1{
3. **public** **static** **void** main(String args[]){
5. LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();
7. hm.put(100,"Amit");
8. hm.put(101,"Vijay");
9. hm.put(102,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

Output:100 Amit

101 Vijay

102 Rahul

Java LinkedHashMap Example: Key-Value pair

1. **import** java.util.\*;
2. **class** LinkedHashMap2{
3. **public** **static** **void** main(String args[]){
4. LinkedHashMap<Integer, String> map = **new** LinkedHashMap<Integer, String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. //Fetching key
9. System.out.println("Keys: "+map.keySet());
10. //Fetching value
11. System.out.println("Values: "+map.values());
12. //Fetching key-value pair
13. System.out.println("Key-Value pairs: "+map.entrySet());
14. }
15. }

Keys: [100, 101, 102]

Values: [Amit, Vijay, Rahul]

Key-Value pairs: [100=Amit, 101=Vijay, 102=Rahul]

Java LinkedHashMap Example:remove()

1. **import** java.util.\*;
2. **public** **class** LinkedHashMap3 {
3. **public** **static** **void** main(String args[]) {
4. Map<Integer,String> map=**new** LinkedHashMap<Integer,String>();
5. map.put(101,"Amit");
6. map.put(102,"Vijay");
7. map.put(103,"Rahul");
8. System.out.println("Before invoking remove() method: "+map);
9. map.remove(102);
10. System.out.println("After invoking remove() method: "+map);
11. }
12. }

Output:

Before invoking remove() method: {101=Amit, 102=Vijay, 103=Rahul}

After invoking remove() method: {101=Amit, 103=Rahul}

Java LinkedHashMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** LinkedHashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

3 Details:

103 Operating System Galvin Wiley 6

Java TreeMap class

![Java TreeMap class hierarchy](data:image/png;base64,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)

* Java TreeMap class is a red-black tree based implementation.
* It provides an efficient means of storing key-value pairs in sorted order.

The important points about Java TreeMap class are:

* Java TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* Java TreeMap contains only unique elements.
* Java TreeMap cannot have a null key but can have multiple null values.
* Java TreeMap is non synchronized.
* Java TreeMap maintains ascending order.

TreeMap class declaration

* Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

TreeMap class Parameters

* Let's see the Parameters for java.util.TreeMap class.
* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

Constructors of Java TreeMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeMap() | It is used to construct an empty tree map that will be sorted using the natural order of its key. |
| TreeMap(Comparator<? super K> comparator) | It is used to construct an empty tree-based map that will be sorted using the comparator comp. |
| TreeMap(Map<? extends K,? extends V> m) | It is used to initialize a treemap with the entries from **m**, which will be sorted using the natural order of the keys. |
| TreeMap(SortedMap<K,? extends V> m) | It is used to initialize a treemap with the entries from the SortedMap **sm**, which will be sorted in the same order as **sm.** |

Java TreeMap Example

1. **import** java.util.\*;
2. **class** TreeMap1{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
10. **for**(Map.Entry m:map.entrySet()){
11. System.out.println(m.getKey()+" "+m.getValue());
12. }
13. }
14. }

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

Java TreeMap Example: remove()

1. **import** java.util.\*;
2. **public** **class** TreeMap2 {
3. **public** **static** **void** main(String args[]) {
4. TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Before invoking remove() method");
10. **for**(Map.Entry m:map.entrySet())
11. {
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. map.remove(102);
15. System.out.println("After invoking remove() method");
16. **for**(Map.Entry m:map.entrySet())
17. {
18. System.out.println(m.getKey()+" "+m.getValue());
19. }
20. }
21. }

Output:

Before invoking remove() method

100 Amit

101 Vijay

102 Ravi

103 Rahul

After invoking remove() method

100 Amit

101 Vijay

103 Rahul

Java TreeMap Example: NavigableMap

1. **import** java.util.\*;
2. **class** TreeMap3{
3. **public** **static** **void** main(String args[]){
4. NavigableMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Maintains descending order
10. System.out.println("descendingMap: "+map.descendingMap());
11. //Returns key-value pairs whose keys are less than or equal to the specified key.
12. System.out.println("headMap: "+map.headMap(102,**true**));
13. //Returns key-value pairs whose keys are greater than or equal to the specified key.
14. System.out.println("tailMap: "+map.tailMap(102,**true**));
15. //Returns key-value pairs exists in between the specified key.
16. System.out.println("subMap: "+map.subMap(100, **false**, 102, **true**));
17. }
18. }

descendingMap: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

headMap: {100=Amit, 101=Vijay, 102=Ravi}

tailMap: {102=Ravi, 103=Rahul}

subMap: {101=Vijay, 102=Ravi}

Java TreeMap Example: SortedMap

1. **import** java.util.\*;
2. **class** TreeMap4{
3. **public** **static** **void** main(String args[]){
4. SortedMap<Integer,String> map=**new** TreeMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Returns key-value pairs whose keys are less than the specified key.
10. System.out.println("headMap: "+map.headMap(102));
11. //Returns key-value pairs whose keys are greater than or equal to the specified key.
12. System.out.println("tailMap: "+map.tailMap(102));
13. //Returns key-value pairs exists in between the specified key.
14. System.out.println("subMap: "+map.subMap(100, 102));
15. }
16. }

headMap: {100=Amit, 101=Vijay}

tailMap: {102=Ravi, 103=Rahul}

subMap: {100=Amit, 101=Vijay}

What is difference between HashMap and TreeMap?

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap cannot contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

Java TreeMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# *Java Hashtable class*

* Java Hashtable class implements a hashtable, which maps keys to values.
* It inherits Dictionary class and implements the Map interface.

### Points to remember

* A Hashtable is an array of a list. Each list is known as a bucket. The position of the bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* Java Hashtable class contains unique elements.
* Java Hashtable class doesn't allow null key or value.
* Java Hashtable class is synchronized.
* The initial default capacity of Hashtable class is 11 whereas loadFactor is 0.75.

### Hashtable class declaration

* Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### Hashtable class Parameters

* Let's see the Parameters for java.util.Hashtable class.
* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java Hashtable class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It creates an empty hashtable having the initial default capacity and load factor. |
| Hashtable(int capacity) | It accepts an integer parameter and creates a hash table that contains a specified initial capacity. |
| Hashtable(int capacity, float loadFactor) | It is used to create a hash table having the specified initial capacity and loadFactor. |
| Hashtable(Map<? extends K,? extends V> t) | It creates a new hash table with the same mappings as the given Map. |

### Java Hashtable Example

1. **import** java.util.\*;
2. **class** Hashtable1{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();
6. hm.put(100,"Amit");
7. hm.put(102,"Ravi");
8. hm.put(101,"Vijay");
9. hm.put(103,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection16)

Output:

103 Rahul

102 Ravi

101 Vijay

100 Amit

### Java Hashtable Example: remove()

1. **import** java.util.\*;
2. **public** **class** Hashtable2 {
3. **public** **static** **void** main(String args[]) {
4. Hashtable<Integer,String> map=**new** Hashtable<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("After remove: "+ map);
13. }
14. }

Output:

Before remove: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

After remove: {103=Rahul, 101=Vijay, 100=Amit}

### Java Hashtable Example: getOrDefault()

1. **import** java.util.\*;
2. **class** Hashtable3{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> map=**new** Hashtable<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. //Here, we specify the if and else statement as arguments of the method
10. System.out.println(map.getOrDefault(101, "Not Found"));
11. System.out.println(map.getOrDefault(105, "Not Found"));
12. }
13. }

Output:

Vijay

Not Found

### Java Hashtable Example: putIfAbsent()

1. **import** java.util.\*;
2. **class** Hashtable4{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> map=**new** Hashtable<Integer,String>();
5. map.put(100,"Amit");
6. map.put(102,"Ravi");
7. map.put(101,"Vijay");
8. map.put(103,"Rahul");
9. System.out.println("Initial Map: "+map);
10. //Inserts, as the specified pair is unique
11. map.putIfAbsent(104,"Gaurav");
12. System.out.println("Updated Map: "+map);
13. //Returns the current value, as the specified pair already exist
14. map.putIfAbsent(101,"Vijay");
15. System.out.println("Updated Map: "+map);
16. }
17. }

Output:

Initial Map: {103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

Updated Map: {104=Gaurav, 103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

Updated Map: {104=Gaurav, 103=Rahul, 102=Ravi, 101=Vijay, 100=Amit}

### Java Hashtable Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashtableExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** Hashtable<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
26. //Traversing map
27. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
28. **int** key=entry.getKey();
29. Book b=entry.getValue();
30. System.out.println(key+" Details:");
31. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
32. }
33. }
34. }

Output:

3 Details:

103 Operating System Galvin Wiley 6

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

# *Difference between HashMap and Hashtable*

* HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

**Java Collections class**

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

The important points about Java Collections class are:

* Java Collection class supports the **polymorphic algorithms** that operate on collections.
* Java Collection class throws a **NullPointerException** if the collections or class objects provided to them are null.

**Sorting in Collection**

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

|  |
| --- |
| **Collections** class provides static methods for sorting the elements of a collection. If collection elements are of a Set type, we can use TreeSet. However, we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements. |

Method of Collections class for sorting List elements

**public void sort(List list):** is used to sort the elements of List. List elements must be of the Comparable type.

Java Comparable interface

Java Comparable interface is used to order the objects of the user-defined class. This interface is found in java.lang package and contains only one method named compareTo(Object). It provides a single sorting sequence only, i.e., you can sort the elements on the basis of single data member only. For example, it may be rollno, name, age or anything else.

compareTo(Object obj) method

**public int compareTo(Object obj):** It is used to compare the current object with the specified object. It returns

* positive integer, if the current object is greater than the specified object.
* negative integer, if the current object is less than the specified object.
* zero, if the current object is equal to the specified object.

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

Collections class

**Collections** class provides static methods for sorting the elements of collections. If collection elements are of Set or Map, we can use TreeSet or TreeMap. However, we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

Method of Collections class for sorting List elements

**public void sort(List list):** It is used to sort the elements of List. List elements must be of the Comparable type.

Note: String class and Wrapper classes implement the Comparable interface by default. So if you store the objects of string or wrapper classes in a list, set or map, it will be Comparable by default.

Java Comparable Example

Let's see the example of the Comparable interface that sorts the list elements on the basis of age.

*File: Student.java*

1. **class** Student **implements** Comparable<Student>{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** compareTo(Student st){
12. **if**(age==st.age)
13. **return** 0;
14. **else** **if**(age>st.age)
15. **return** 1;
16. **else**
17. **return** -1;
18. }
19. }

*File: TestSort1.java*

1. **import** java.util.\*;
2. **public** **class** TestSort1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<Student> al=**new** ArrayList<Student>();
5. al.add(**new** Student(101,"Vijay",23));
6. al.add(**new** Student(106,"Ajay",27));
7. al.add(**new** Student(105,"Jai",21));
9. Collections.sort(al);
10. **for**(Student st:al){
11. System.out.println(st.rollno+" "+st.name+" "+st.age);
12. }
13. }
14. }

105 Jai 21

101 Vijay 23

106 Ajay 27

Java Comparable Example: reverse order

Let's see the same example of the Comparable interface that sorts the list elements on the basis of age in reverse order.

*File: Student.java*

1. **class** Student **implements** Comparable<Student>{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** compareTo(Student st){
12. **if**(age==st.age)
13. **return** 0;
14. **else** **if**(age<st.age)
15. **return** 1;
16. **else**
17. **return** -1;
18. }
19. }

*File: TestSort2.java*

1. **import** java.util.\*;
2. **public** **class** TestSort2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<Student> al=**new** ArrayList<Student>();
5. al.add(**new** Student(101,"Vijay",23));
6. al.add(**new** Student(106,"Ajay",27));
7. al.add(**new** Student(105,"Jai",21));
9. Collections.sort(al);
10. **for**(Student st:al){
11. System.out.println(st.rollno+" "+st.name+" "+st.age);
12. }
13. }
14. }

106 Ajay 27

101 Vijay 23

105 Jai 21

Java Comparator interface

**Java Comparator interface** is used to order the objects of a user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequences, i.e., you can sort the elements on the basis of any data member, for example, rollno, name, age or anything else.

Methods of Java Comparator Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| public int compare(Object obj1, Object obj2) | It compares the first object with the second object. |
| public boolean equals(Object obj) | It is used to compare the current object with the specified object. |
| public boolean equals(Object obj) | It is used to compare the current object with the specified object. |

Collections class

**Collections** class provides static methods for sorting the elements of a collection. If collection elements are of Set or Map, we can use TreeSet or TreeMap. However, we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements also.

Method of Collections class for sorting List elements

**public void sort(List list, Comparator c):** is used to sort the elements of List by the given Comparator.

Java Comparator Example (Non-generic Old Style)

Let's see the example of sorting the elements of List on the basis of age and name. In this example, we have created 4 java classes:

1. Student.java
2. AgeComparator.java
3. NameComparator.java
4. Simple.java

**Student.java**

This class contains three fields rollno, name and age and a parameterized constructor.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

This class defines comparison logic based on the age. If the age of the first object is greater than the second, we are returning a positive value. It can be anyone such as 1, 2, 10. If the age of the first object is less than the second object, we are returning a negative value, it can be any negative value, and if the age of both objects is equal, we are returning 0.

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **if**(s1.age==s2.age)
8. **return** 0;
9. **else** **if**(s1.age>s2.age)
10. **return** 1;
11. **else**
12. **return** -1;
13. }
14. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **return** s1.name.compareTo(s2.name);
8. }
9. }

**Simple.java**

In this class, we are printing the values of the object by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
4. **class** Simple{
5. **public** **static** **void** main(String args[]){
7. ArrayList al=**new** ArrayList();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name");
14. Collections.sort(al,**new** NameComparator());
15. Iterator itr=al.iterator();
16. **while**(itr.hasNext()){
17. Student st=(Student)itr.next();
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
21. System.out.println("Sorting by age");
23. Collections.sort(al,**new** AgeComparator());
24. Iterator itr2=al.iterator();
25. **while**(itr2.hasNext()){
26. Student st=(Student)itr2.next();
27. System.out.println(st.rollno+" "+st.name+" "+st.age);
28. }

31. }
32. }

Sorting by Name

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age

105 Jai 21

101 Vijay 23

106 Ajay 27

Java Comparator Example (Generic)

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **if**(s1.age==s2.age)
5. **return** 0;
6. **else** **if**(s1.age>s2.age)
7. **return** 1;
8. **else**
9. **return** -1;
10. }
11. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **return** s1.name.compareTo(s2.name);
5. }
6. }

**Simple.java**

In this class, we are printing the values of the object by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **class** Simple{
4. **public** **static** **void** main(String args[]){
6. ArrayList<Student> al=**new** ArrayList<Student>();
7. al.add(**new** Student(101,"Vijay",23));
8. al.add(**new** Student(106,"Ajay",27));
9. al.add(**new** Student(105,"Jai",21));
11. System.out.println("Sorting by Name");
13. Collections.sort(al,**new** NameComparator());
14. **for**(Student st: al){
15. System.out.println(st.rollno+" "+st.name+" "+st.age);
16. }
18. System.out.println("Sorting by age");
20. Collections.sort(al,**new** AgeComparator());
21. **for**(Student st: al){
22. System.out.println(st.rollno+" "+st.name+" "+st.age);
23. }
24. }
25. }

Sorting by Name

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age

105 Jai 21

101 Vijay 23

106 Ajay 27

Java 8 Comparator interface

Java 8 Comparator interface is a functional interface that contains only one abstract method. Now, we can use the Comparator interface as the assignment target for a lambda expression or method reference.

Java 8 Comparator Example

Let's see the example of sorting the elements of List on the basis of age and name.

*File: Student.java*

1. **class** Student {
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** getRollno() {
12. **return** rollno;
13. }
15. **public** **void** setRollno(**int** rollno) {
16. **this**.rollno = rollno;
17. }
19. **public** String getName() {
20. **return** name;
21. }
23. **public** **void** setName(String name) {
24. **this**.name = name;
25. }
27. **public** **int** getAge() {
28. **return** age;
29. }
31. **public** **void** setAge(**int** age) {
32. **this**.age = age;
33. }
35. }

*File: TestSort1.java*

1. **import** java.util.\*;
2. **public** **class** TestSort1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<Student> al=**new** ArrayList<Student>();
5. al.add(**new** Student(101,"Vijay",23));
6. al.add(**new** Student(106,"Ajay",27));
7. al.add(**new** Student(105,"Jai",21));
8. /Sorting elements on the basis of name
9. Comparator<Student> cm1=Comparator.comparing(Student::getName);
10. Collections.sort(al,cm1);
11. System.out.println("Sorting by Name");
12. **for**(Student st: al){
13. System.out.println(st.rollno+" "+st.name+" "+st.age);
14. }
15. //Sorting elements on the basis of age
16. Comparator<Student> cm2=Comparator.comparing(Student::getAge);
17. Collections.sort(al,cm2);
18. System.out.println("Sorting by Age");
19. **for**(Student st: al){
20. System.out.println(st.rollno+" "+st.name+" "+st.age);
21. }
22. }
23. }

Sorting by Name

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by Age

105 Jai 21

101 Vijay 23

106 Ajay 27

Java 8 Comparator Example: nullsFirst() and nullsLast() method

Here, we sort the list of elements that also contains null.

*File: Student.java*

1. **class** Student {
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. **public** **int** getRollno() {
11. **return** rollno;
12. }
13. **public** **void** setRollno(**int** rollno) {
14. **this**.rollno = rollno;
15. }
16. **public** String getName() {
17. **return** name;
18. }
20. **public** **void** setName(String name) {
21. **this**.name = name;
22. }
24. **public** **int** getAge() {
25. **return** age;
26. }
27. **public** **void** setAge(**int** age) {
28. **this**.age = age;
29. }
30. }

*File: TestSort2.java*

1. **import** java.util.\*;
2. **public** **class** TestSort2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<Student> al=**new** ArrayList<Student>();
5. al.add(**new** Student(101,"Vijay",23));
6. al.add(**new** Student(106,"Ajay",27));
7. al.add(**new** Student(105,**null**,21));
8. Comparator<Student> cm1=Comparator.comparing(Student::getName,Comparator.nullsFirst(String::compareTo));
9. Collections.sort(al,cm1);
10. System.out.println("Considers null to be less than non-null");
11. **for**(Student st: al){
12. System.out.println(st.rollno+" "+st.name+" "+st.age);
13. }
14. Comparator<Student> cm2=Comparator.comparing(Student::getName,Comparator.nullsLast(String::compareTo));
15. Collections.sort(al,cm2);
16. System.out.println("Considers null to be greater than non-null");
17. **for**(Student st: al){
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
20. }
21. }

Considers null to be less than non-null

105 null 21

106 Ajay 27

101 Vijay 23

Considers null to be greater than non-null

106 Ajay 27

101 Vijay 23

105 null 21

Properties class in Java

* The **properties** object contains key and value pair both as a string. The java.util.Properties class is the subclass of Hashtable.
* It can be used to get property value based on the property key. The Properties class provides methods to get data from the properties file and store data into the properties file. Moreover, it can be used to get the properties of a system.

An Advantage of the properties file

* **Recompilation is not required if the information is changed from a properties file:** If any information is changed from the properties file, you don't need to recompile the java class. It is used to store information which is to be changed frequently.

Example of Properties class to get information from the properties file

* To get information from the properties file, create the properties file first.

**db.properties**

1. user=system
2. password=oracle

Example of Properties class to get all the system properties

* By System.getProperties() method we can get all the properties of the system. Let's create the class that gets information from the system properties.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=System.getProperties();
7. Set set=p.entrySet();
9. Iterator itr=set.iterator();
10. **while**(itr.hasNext()){
11. Map.Entry entry=(Map.Entry)itr.next();
12. System.out.println(entry.getKey()+" = "+entry.getValue());
13. }
15. }
16. }

Output:

java.runtime.name = Java(TM) SE Runtime Environment

sun.boot.library.path = C:\Program Files\Java\jdk1.7.0\_01\jre\bin

java.vm.version = 21.1-b02

java.vm.vendor = Oracle Corporation

java.vendor.url = http://java.oracle.com/

path.separator = ;

java.vm.name = Java HotSpot(TM) Client VM

file.encoding.pkg = sun.io

user.country = US

user.script =

sun.java.launcher = SUN\_STANDARD

...........

Example of Properties class to create the properties file

Now let's write the code to create the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=**new** Properties();
7. p.setProperty("name","Sonoo Jaiswal");
8. p.setProperty("email","sonoojaiswal@javatpoint.com");
10. p.store(**new** FileWriter("info.properties"),"Javatpoint Properties Example");
12. }
13. }

Let's see the generated properties file.

**info.properties**

1. #Javatpoint Properties Example
2. #Thu Oct 03 22:35:53 IST 2013
3. email=sonoojaiswal@javatpoint.com
4. name=Sonoo Jaiswal

# Difference between ArrayList and Vector

ArrayList and Vector both implements List interface and maintains insertion order.

However, there are many differences between ArrayList and Vector classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%** of current array size if the number of elements exceeds from its capacity. | Vector **increments 100%** means doubles the array size if the total number of elements exceeds than its capacity. |
| 3) ArrayList is **not a legacy** class. It is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized, i.e., in a multithreading environment, it holds the other threads in runnable or non-runnable state until current thread releases the lock of the object. |
| 5) ArrayList uses the **Iterator** interface to traverse the elements. | A Vector can use the **Iterator** interface or **Enumeration** interface to traverse the elements. |
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### Example of Java ArrayList

Let's see a simple example where we are using ArrayList to store and traverse the elements.

1. **import** java.util.\*;
2. **class** TestArrayList21{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Sonoo");//adding object in arraylist
7. al.add("Michael");
8. al.add("James");
9. al.add("Andy");
10. //traversing elements using Iterator
11. Iterator itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayList21)

Output:

Sonoo

Michael

James

Andy

### Example of Java Vector

Let's see a simple example of a Java Vector class that uses the Enumeration interface.

1. **import** java.util.\*;
2. **class** TestVector1{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();//creating vector
5. v.add("umesh");//method of Collection
6. v.addElement("irfan");//method of Vector
7. v.addElement("kumar");
8. //traversing elements using Enumeration
9. Enumeration e=v.elements();
10. **while**(e.hasMoreElements()){
11. System.out.println(e.nextElement());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestVector1)

Output:

umesh

irfan

kumar

***Java Vector***

**Vector** is like the *dynamic array* which can grow or shrink its size. Unlike array, we can store n-number of elements in it as there is no size limit. It is a part of Java Collection framework since Java 1.2. It is found in the java.util package and implements the *List* interface, so we can use all the methods of List interface here.

It is recommended to use the Vector class in the thread-safe implementation only. If you don't need to use the thread-safe implementation, you should use the ArrayList, the ArrayList will perform better in such case.

The Iterators returned by the Vector class are *fail-fast*. In case of concurrent modification, it fails and throws the ConcurrentModificationException.

It is similar to the ArrayList, but with two differences-

* Vector is synchronized.
* Java Vector contains many legacy methods that are not the part of a collections framework.

Java Vector class Declaration

1. **public** **class** Vector<E>
2. **extends** Object<E>
3. **implements** List<E>, Cloneable, Serializable

|  |  |  |
| --- | --- | --- |
| Properties | Arraylist | LinkedList |
| List | Arraylist is a class | LinkedList is a class |
|  | Arraylist extends List interface | LinkedList extends List interface |
| Duplicate | Allow | Allow |
| Insertion order | Maintained | Maintained |
| Null | Allow | Allow |
| Store | Dynamic array | Doubly-Linked list |
|  | Non-synchronized | Non-synchronized |
| Manipulation | Slow(shifting required) | Fast(no shifting required) |
| Better for | **better for storing and accessing** data. | **better for** Manipulation |

### What is difference between HashMap and TreeMap?

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap cannot contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **HashMap** | | **Hashtable** | | |
| 1) HashMap is **non synchronized**. | | Hashtable is **synchronized**. |
| 2) HashMap **allows one null key and multiple null values**. | | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is **fast**. | | Hashtable is **slow**. |
| **Comparable** | **Comparator** | | |
| 1) Comparable provides a **single sorting sequence**. In other words, we can sort the collection on the basis of a single element such as id, name, and price. | The Comparator provides **multiple sorting sequences**. In other words, we can sort the collection on the basis of multiple elements such as id, name, and price etc. | | |
| 2) Comparable **affects the original class**, i.e., the actual class is modified. | Comparator **doesn't affect the original class**, i.e., the actual class is not modified. | | |
| 3) Comparable provides **compareTo() method** to sort elements. | Comparator provides **compare() method** to sort elements. | | |
| 4) Comparable is present in **java.lang** package. | A Comparator is present in the **java.util** package. | | |
| 5) We can sort the list elements of Comparable type by **Collections.sort(List)** method. | We can sort the list elements of Comparator type by **Collections.sort(List, Comparator)** method. | | |